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תרגיל 3 - לולאות ורשימות
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**מבוא**

**בתרגיל זה נתרגל שימוש בלולאות ומשתנים**. דגשים לתרגיל:

**בתרגיל זה אין להשתמש באינדקסים שליליים ו/או באינדקסים חלקיים בגישה לרשימות ו/או מחרוזות:**

**כלומר, פקודות מהצורה מותרות**

**my\_list[start:step]**

**[my\_start[idx**

**my\_start[start:stop:step]**

**אבל כל הצורות הבאות (או דומות להם) אסורות:**

**my\_list[start:]**

**my\_list[:end]**

**my\_list[::step]**

**my\_list[-idx]**

**my\_list[:,idx]**

**![](data:image/gif;base64,R0lGODlhAQABAIAAAP///wAAACH5BAEAAAAALAAAAAABAAEAAAICRAEAOw==)**

* כתבו את כל הקוד שלכם בתוך הקובץ ex3.py.
* **חתימות הפונקציות** (שם הפונקציה והפרמטרים שלה) במימוש שלכם צריכות להיות זהות במדויק לחתימות המתוארת במשימות. ניתן לשנות את חתימות הפונקציות על ידי הוספת ערכים דיפולטיביים לפרמטרים של פונקציות (במקומות בהם השימוש מתאים).
* לנוחותכם, מסופק **קובץ שלד** הכולל את כל חתימות הפונקציות שיש לממש.
* ניתן להוסיף לקובץ המוגש **פונקציות נוספות** במידת הצורך וניתן להשתמש בשאלות מתקדמות בפונקציות שמימשתם בסעיפים קודמים.
* **סגנון**: הקפידו על תיעוד נאות ובחרו שמות משתנים משמעותיים. הקפידו להשתמש בקבועים (שמות משתנים באותיות גדולות) על פי הצורך.
* שימוש ב**כלים שלא נלמדו בקורס** – ניתן להשתמש בכלים אשר לא נלמדו בקורס כל עוד הם לא מייתרים את השאלה. לדוגמה, אם המשימה באחת השאלות הייתה לממש סכום של איברים ברשימה באמצעות לולאות, ניתן לייתר את השאלה על ידי שימוש בפונקציה sum המובנית של Python כדי להשיג את התוצאה הנ"ל. במקרה של ספק, יש לשאול בפורום בצורה קונקרטית. בפתרון התרגיל **אין להשתמש ב**פונקציות – count, index, sum, במודולים של numpy וב – itertools.
* **רשימה ריקה** – היא רשימה אשר אינה מכילה איברים []. היא עדיין נחשבת רשימה ומספר האיברים בה הוא 0.
* **מחרוזת ריקה** – היא מחרוזת אשר אינה מכילה תווים: "" ו – ''. היא עדיין נחשב מחרוזת ואורכה הוא 0. מחרוזת המכילה רוח אחד " " או מספר רווחים " " היא אינה מחרוזת ריקה.
* שימו לב מתי יש לקבל **קלט מהמשתמש** בעזרת הפונקציה input (השאלה הראשונה בלבד) ומתי הקלט מתקבל כארגומנט בעת קריאה לפונקציה. כאשר הפונקציה לא מקבלת קלט מהמשתמש בעזרת פונקציית input, מומלץ לכתוב בעצמכם קטעי קוד אשר קוראים לפונקציות עם ארגומנטים מתאימים כדי לבדוק שהן עובדות (אין לכלול את קטעי קוד הבדיקה בהגשה הסופית).
* בכל שאלה מפורט **מה ניתן להניח על הקלט** - אין צורך לבצע בדיקות תקינות נוספות מעבר למפורט (כלומר, ניתן להניח כי הקלט תקין).
* בכל הסעיפים, כאשר **פונקציה צריכה להחזיר ערך**, הכוונה היא לשימוש במילה השמורה **return**, בפרט הכוונה אינה להדפיס למסך בעזרת הפונקציה print. שימו לב, **אין להדפיס למסך** כל הודעה מלבד ההודעות הנדרשות במפורש.
* בפונקציות המקבלות רשימות כקלט – **אין לשנות את רשימות הקלט**.

**חלק א׳: קלט מהמשתמש**

1. רוני החליטה לשפר את המימוש של פונקציות fancy\_arithmetic\_mean (שממשתם בתרגיל הקודם) ולכתוב פונקציה חדשה המחשבת את כל סוגי הממוצעים עבור מספר לא מוגבל של מספרים. כתבו פונקציה המממשת את האפליקציה המשופרת לפי ההנחיות הבאות:
   * הפונקציה תיקרא fancy\_mean
   * הפונקציה לא מקבלת פרמטרים.
   * לאחר קריאה לפונקציה, הפונקציה תדפיס למסך את ההודעה (שימו לב, לאחר הנקודתיים בסוף השורה רווח יחיד):

Please enter the numbers, one in each line:

ותעבור לשורה חדשה.

* + הפונקציה תמתין לקלט של המספרים (אחד בכל שורה, לפי הבחירה לעיל).
  + כאשר ילחץ Enter ללא מספר, הפונקציה לא תחכה למספרים נוספים.
  + אם לא הוכנס אף מספר, הפונקציה תחזיר None.
  + אחרת תודפס הודעה מהצורה הבאה (לדוגמה, אם הוכנסו המספרים 4 ו-9):

The arithmetic mean of the numbers is 6.5

The geometric mean of the numbers is 6

The harmonic mean of the numbers is 5.538461538461538

* + אפשר להניח קלטים תקינים עבור הממוצע הגאומטרי וההרמוני.
  + ניתן להשתמש בפונקציות שכתבתם בתרגיל הקודם אך אין הכרח לעשות זאת.
  + תזכורת: בהנתן n מספרים , הממוצע הגאומטרי וההרמוני נתונים ע"י הנוסחאות הבאות: , .

דוגמאות להרצה:

Please enter the numbers, one in each line:

1

2

3

The arithmetic mean of the numbers is 2.0

The geometric mean of the numbers is 1.8171205928321397

The harmonic mean of the numbers is 1.6363636363636365

0.5,1,4,3:

The arithmetic mean of the numbers is 2.125

The geometric mean of the numbers is 1.5650845800732873

The harmonic mean of the numbers is 1.1162790697674418

## **חלק ב': לולאות ורשימות**

1. **פלינדרום** הוא רצף או רשימה אשר נראים אותו הדבר אם עוברים על האיברים אחד אחד מההתחלה או מהסוף. לדוגמה, המחרוזת **"פרשנו רעבתן שבדבש נתבער ונשרף"** היא פלינדרום, כמו גם הרשימה הריקה, רשימה עם איבר אחד, או הרשימה [2, 3, 4, 3, 2]. כתבו פונקציה המקבלת רשימה ומחזירה True אם הרשימה היא פלינדרום, אחרת הפונקציה מחזירה False, על פי ההנחיות הבאות:

* במימוש הפתרון אין לשנות את הרשימה הניתנת כקלט.
* חתימת הפונקציה:

**def** is\_palindrome(lst):

* הנחות על הקלט:
  + .lst היא רשימה. לא ניתן להניח כי הרשימה מכילה איברים.
  + לא ניתן להניח דבר על תוכן הרשימה. בפרט, טיפוס הנתונים לא ידוע מראש ולא חייב להיות זהה לכל איבר ברשימה. איברי הרשימה עשויים לחזור על עצמם.

דוגמאות:

is\_palindrome([]): True

is\_palindrome([‘s’]): True

is\_palindrome([1,4,'g','g',4,1]): True

is\_palindrome(['a','c','v']): False

3. בקורס הסתברות רוצים לבדוק את אלמנט המזל ברצף הטלות מטבע (כאשר בכל הטלה אנו מקבלים עץ או פלי). לצורך כך, הוחלט לכתוב תוכנה אשר בהינתן רצף הטלות מטבע תחשב מספר דברים:

1. אחוז הפעמים שהוטל עץ (מספר הפעמים שהוטל עץ חלקי סך הכל ההטלות) כפול 100
2. אחוז הפעמים שהוטל פאלי
3. מספר הרצפים (הטלה מאותו הסוג) באורך 5 או יותר אשר נחשבים לברי מזל במיוחד. שימו לב שאם יש רצף באורך 7 לדוגמה, הוא נספר כרצף בר מזל אחד. המספר יהיה מסוג int.
4. אורך הרצף הארוך ביותר.(ללא קשר עם התשובה של C) המספר יהיה מסוג int.

כתבו פונקציה המבצעת את החישובים הללו על פי ההנחיות הבאות:

* הפונקציה מקבלת רשימה בה כל איבר תואם להטלה. אם יצא עץ, האיבר הוא 1, אחרת 0. לדוגמה, הרשימה [0,1,1,1,0] מייצגת הטלה של פאלי, עץ, עץ, עץ ולבסוף פאלי.
* חתימת הפונקציה:

**def** lucky\_tosses(lst):

* הנחות על הקלט: רשימה ריקה היא חוקית ועדיין ניתן לבצע את החישובים הדרושים. במקרה זה, אחוז הפעמים שהוטל עץ/פאלי הוא 0.
* ניתן להניח שכל אברי הרשימה, אם היא לא ריקה, הם 0 או 1
* הפונקציה תחזיר **רשימה** של ארבעת הערכים A,B,C,D המתוארים לעיל, לפי הסדר. שימו לב שבתוך הפונקציה עליכם לתת לערכים אלו שמות טובים יותר.

דוגמה לשימוש בפונקציה:

עבור הרשימה: [1,1,0,0,1,1,1,1,1,1,1,0,0,0,0,1,1,1,0,0,0,0,0,1,1,1], הפונקציה תחזיר:

[57.69230769230769, 42.30769230769231,2,7]

עבור הרשימה [1,1,0,0,1,1,1,1,0,0,0,1,1,1], הפונקציה תחזיר

[64.28571428571429, 35.714285714285715, 0, 4]

## **חלק ג' – לולאות מקוננות**

השאלות בפרק זה ניתנות לפתרון על ידי שימוש בלולאות מקוננות. עם זאת, אין חובה לקודד לולאות מקוננות "באופן מפורש" ובפרט אפשר מתוך לולאה לקרוא לפונקציה אחרת אשר מריצה בעצמה לולאה. כמו כן, לעתים קיים פתרון יעיל יותר (איך אין הכרח לממש אותו) ללא לולאה מקוונת.

### **4. התפלגות מצטברת**: עבור רשימת מספר נתונה, פונקציית התפלגות מצטברת הוא פונקציה אשר עבור ערך a, מחזירה את החלק היחסי של המספרים אשר קטנים או שווים ל-a. לדוגמה, עבור הרשימה [4,3,2,1] וערך a=3 הפונקציה תחזיר 0.75 שכן שלושה מתוך ארבע האיברים קטנים או שווים ל-3. גם עבור a=3.5 הפונקציה תחזיר 0.75, אך עבור a=2.5 הפונקציה תחזיר 0.5. לפונקציית ההתפלגות המצטברת תפקיד מרכזי בתורת ההסתברות ועליכם לממש גרסה פשוטה של הפונקציה לפי ההנחיות הבאות:

* כתבו פונקציה המקבלת רשימת מספרים ורשימת ערכים ומחזירה רשימה ובה עבור כל אחד מהערכים חושב ערך ההתפלגות המצטברת שלו. לדוגמה, עבור רשימת המספרים [4,3,2,1] ורשימת הערכים [3.5, 2.0, 1-] הפונקציה תחזיר שלושה ערכים התואמים ל a=3.5, a=2, a=-1, כלומר היא תחזיר [0.75, 0.5, 0]
* חתימת הפונקציה:

**def** cumulative\_distribution(num\_list, value\_list):

* הנחות על הקלט: שתי הרשימות אינן ריקות ואינן חייבות להיות באותו אורך
* במימוש הפונקציה אין להשתמש ב: מודול numpy, בפונקציה count וב - collections.Cunter.

#### דוגמה לשימוש בפונקציה

cumulative\_distribution ([1],[0]) → [0]

cumulative\_distribution ([1],[1.5]) → [1]

cumulative\_distribution ([1],[0, 1.5]) → [0, 1]

cumulative\_distribution ([1, 2.2],[0, 1.5]) → [0, 0.5]

cumulative\_distribution ([1, 2.2],[0, 1.5, 2.1, 2.2]) → [0, 0.5, 0.5, 1.0]

cumulative\_distribution ([1, 2, 3, 4],[0, 0.5, 1, 2, 3, 4]) → [0, 0, 0.25, 0.5, 0.75, 1.0]

### **5. זוגות שוות מכפלה:** כתבו פונקציה המקבלת מספר שלם n, ומחזירה את רשימת כל הזוגות (רשימות באורך 2) של מספרים שלמים אשר מכפלתם שווה בדיוק ל-n מלבד הזוג הלא מעניין [1,n]

* חתימת הפונקציה:

**def** equal\_product\_pairs(n):

* הנחות על הקלט: n הוא מספר שלם חיובי (int).
* במידה ואין אף זוג שמכפלתו n תחזיר הפונקציה רשימה ריקה. שימו לב שזה יקרה כאשר n ראשוני
* אין חשיבות לסדר הזוגות ברשימת הפלט ואין חשיבות לסדר האיברים בתוך כל זוג. לדוגמה, אם n=6 יש להחזיר את הזוג [2,3] או [3,2], אבל לא את שניהם
* אפשר להכפיל מספר עם עצמו
* שימו לב! הפונקציה חייבת להחזיר רשימות של מספרים שלמים בלבד! (מסוג int).

#### דוגמה לשימוש בפונקציה

equal\_product\_pairs(5) → []

equal\_product\_pairs(6) → [[3, 2]]

equal\_product\_pairs(9) → [[3, 3]]

equal\_product\_pairs(36) → [[2, 18], [3, 12], [4, 9], [6, 6]]

הערה (אין חובה לממש): שימו לב שאפשר לממש את הפונקציה בצורה יעילה יחסית כך שניתן יהיה להפעיל אותה גם עבור n גדול מאוד ללא זמן המתנה ממושך. רמז: חשבו על איזה מספרים צריך לעבור?

### **6. משולש פסקל:** משולש פסקל הוא משולש תמים למראה בו המספרים בנויים בצורת פירמידה וכל מספר בכל שורה שווה לסכום שני המספרים בשורה מעל שהוא נמצא ביניהם. האיבר הראשון והאחרון בכל שורה הוא 1 (ראה ציור):

![](data:image/png;base64,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)

באופן מפתיע, למשולש פסקל שימושים בתורת ההסתברות כפי שתלמדו בהמשך התואר.

* כתבו פונקציה המקבלת מספר שלם חיובי n ומחזירה רשימה המייצגת את משולש פסקל (ראה פרטים למטה)
* חתימת הפונקציה:

**def** pascal\_triangle(n):

* ניתן להניח כי – n הוא מספר שלם (int) גדול או שווה ל – 1.
* הפונקציה תחזיר רשימה עם n איברים, כאשר כל איבר תואם לשורה במשולש פסקל.
* כל איבר יהיה בעצמו רשימה ויכיל את המספרים בשורה המתאימה למשולש.
* שימו לב! הפונקציה חייבת להחזיר רשימות של מספרים שלמים בלבד! (מסוג int).

לדוגמא:

* עבור n=1, הפונקציה תחזיר [[1]]
* עבור n=2, הפונקציה תחזיר [[1,1], [1]]
* עבור n=3, הפונקציה תחזיר [[1,2,1], [1,1], [1]]
* עבור n=4, הפונקציה תחזיר [[1,3,3,1], [1,2,1], [1,1], [1]]
* וכן הלאה

**בדיקה עצמית של הקבצים**: ראו הוראות במסמך "נוהל הרצת הטסטים" באתר הקורס.

# **הוראות הגשה**

עליכם להגיש את הקובץ ex3.zip (בלבד) בקישור ההגשה של תרגיל 3 דרך אתר הקורס על ידי לחיצה על "Upload file".

ex3.zip צריך לכלול את הקבצים:

1. ex3.py
2. README (כמפורט בנהלי הקורס)

## **הנחיות כלליות בנוגע להגשה**

* הנכם רשאים להגיש תרגילים דרך מערכת ההגשות באתר הקורס מספר רב של פעמים. ההגשה האחרונה בלבד היא זו שקובעת ושתיבדק.
* לאחר הגשת התרגיל, ניתן ומומלץ להוריד את התרגיל המוגש ולוודא כי הקבצים המוגשים הם אלו שהתכוונתם להגיש וכי הקוד עובד על פי ציפיותיכם.
* ניתן לאחר בהגשת התרגיל עד שלושה ימים, אך זה יהיה כרוך בניכוי ציון, כפי שמפורט באתר הקורס ובמסמך נהלי הקורס.
* קראו היטב את קובץ נהלי הקורס לגבי הנחיות נוספות להגשת התרגילים.
* שימו לב - יש להגיש את התרגילים בזמן!

**בהצלחה!**